Implementation of Connection oriented concurrent service (TCP) – Reverse String

-----------Server--------

#include<sys/types.h>

#include<string.h>

#include<sys/socket.h>

#include<stdio.h>

#include<stdlib.h>

#include<unistd.h>

#include<string.h>

#include<netinet/in.h>

//#define printf pf

int main(int argc,char \* argv[])

{

       int sd,bi,li,ac;

       char buffer[1024]={0};

       struct sockaddr\_in sa;

       sd=socket(AF\_INET,SOCK\_STREAM,0);

       sa.sin\_family=AF\_INET;

       sa.sin\_port=htons(atoi(argv[1]));

       sa.sin\_addr.s\_addr=inet\_addr("172.20.0.7");

               printf("socket created \n");

               printf("socked descriptor is %d \n",sd);

               bi=bind(sd,(struct sockaddr\*)&sa,sizeof(sa));

               if(bi==0)

                       {

                               printf("address binded \n");

                               li=listen(sd,5);

                               if(li==0)

                                 {

                                   printf("listen is succesful \n");

                                       int t=sizeof (sa);

                                   ac= accept(sd,(struct sockaddr \*) &sa,(socklen\_t \* )&t);

                                    if(ac>=0)

                                      {

                                        printf("accept accepted \n");

                                        printf("new file descriptor is %d \n",ac);

                                        int f=fork();

                                        if(f>0)

                                          {

                                            printf("Parent process \n");

                                          }

                                        else if(f==0)

                                          {

                                           printf("child process \n");

                                           ssize\_t rc;

                                           rc= recv(ac,buffer,1024,0);

                                           // printf("error place\n");

                                             if(rc==-1)

                                               {

                                                 printf("Receive Unsuccesful \n");

                                               }

                                             else

                                                {

                                                 printf("Receive succesful \n");

                                                 int m=strlen(buffer);

                                                 int i;

                                                 for(i=m-1;i>=0;i--)

                                                   {

                                                   printf("%c",buffer[i]);

                                                   }

                                                   printf("%n");

                                                 //printf("Buffer is %d \n",strlen(buffer));

                                                }

                                                 ssize\_t se;

                                                // char msg="Hello";

                                                 //int g=sizeof(sa);

                                                 se=send(ac,buffer,1024,0);

                                                 if(se!=-1)

                                                   {

                                                     printf("send succesful \n");

                                                   }

                                                 else

                                                    {

                                                      printf("send unsuccesful \n");

                                                    }

                                          }

                                        else

                                          {

                                           printf("child not created \n");

                                          }

                                      }

                                    else

                                      {

                                       printf("accept rejected \n");

                                      }

                                 }

                               else

                                 {

                                   printf("listen unsuccesful \n");

                                 }

                       }

}

---------------Client------------------------------

#include<sys/types.h>

#include<sys/socket.h>

#include<stdio.h>

#include<stdlib.h>

#include<unistd.h>

#include<string.h>

#include<netinet/in.h>

//#define printf pf

int main(int argc,char \* argv[])

{

       int sd,bi,li,ac;

       char buffer[1024]={0};

       struct sockaddr\_in sa;

       sd=socket(AF\_INET,SOCK\_STREAM,0);

       sa.sin\_family=AF\_INET;

       sa.sin\_port=htons(atoi(argv[1]));

       sa.sin\_addr.s\_addr=inet\_addr("172.20.0.7");

       printf("socket created \n");

       printf("socked descriptor is %d \n",sd);

       int conn;

       conn=connect(sd,(struct sockaddr \*)&sa,sizeof(sa));

       if(conn==0)

       {

               printf("connection is established \n");

       }

       else

       {

               printf("connection error");

               return 0;

       }

               ssize\_t se;

               char msg[5]="Hello";

               //scanf("%s",&msg);

               se=send(sd,msg,5,0);

               if(se>=0)

               {

                       printf("send succesful \n");

               }

               else

               {

                       printf("send unsuccesful \n");

 }

                       ssize\_t rc;

                       rc=recv(sd,buffer,1024,0);

                       if(rc>=0)

                        {

                          printf("Receive Succesful \n");

                          printf("Message is %s \n",buffer);

                        }

                       else

                        {

                          printf("Receive unsuccesful \n");

                        }

       }

Implementation of Connection oriented concurrent service (TCP).

**server.c**

**#include<stdio.h>**

**#include<netinet/in.h>**

**#include<unistd.h>**

**#include<sys/types.h>**

**#include<sys/socket.h>**

**#include<string.h>**

**int main()**

**{**

**int sfd,afd;**

**struct sockaddr\_in local,addr;**

**char \*buf;**

**sfd=socket(AF\_INET,SOCK\_STREAM,0);**

**if(sfd==-1)**

**{**

**printf("socket error\n");**

**}**

**local.sin\_family = AF\_INET;**

**local.sin\_addr.s\_addr = inet\_addr("172.20.0.7");**

**local.sin\_port = htons(1078);**

**if(bind(sfd,(struct sockaddr\*)&local,sizeof(local))<0)**

**{**

**printf("bind error\n");**

**}**

**if(listen(sfd,5)<0)**

**{**

**printf("listen error!\n");**

**}**

**int l=sizeof(addr);**

**afd=accept(sfd,(struct sockaddr\*)&addr,&l);**

**if(afd==-1)**

**{**

**printf("error!\n");**

**}**

**else**

**{**

**close(sfd);**

**printf("Connection established\n");**

**int pd=fork();**

**if(pd==0)**

**{**

**read(afd,buf,100);**

**printf("Recieved message:%s\n",buf);**

**}**

**}**

**close(afd);**

**return 0;**

**}**

**client.c**

**#include<stdio.h>**

**#include<netinet/in.h>**

**#include<unistd.h>**

**#include<sys/types.h>**

**#include<sys/socket.h>**

**#include<string.h>**

**int main()**

**{**

**int sfd,con;**

**struct sockaddr\_in local;**

**sfd=socket(AF\_INET,SOCK\_STREAM,0);**

**local.sin\_family = AF\_INET;**

**local.sin\_addr.s\_addr = inet\_addr("172.20.0.7");**

**local.sin\_port = htons(1078);**

**con=connect(sfd,(struct sockaddr\*)&local,(socklen\_t)sizeof(local));**

**char str[]="HI";**

**write(sfd,str,sizeof(str));**

**close(sfd);**

**return 0;**

**}**

Implementation of Connectionless Iterative time service (UDP).

**time\_server.c**

**#include<stdio.h>**

**#include<stdlib.h>**

**#include<time.h>**

**#include<sys/socket.h>**

**#include<sys/types.h>**

**#include<string.h>**

**#include<errno.h>**

**#include<netinet/in.h>**

**#define PORT 6008**

**int main(int argc, char\*argv[])**

**{**

**int sfd;**

**time\_t ct;**

**sfd=socket(AF\_INET,SOCK\_DGRAM,0);**

**struct sockaddr\_in local,address;**

**//SOCKET**

**if(sfd==0)**

**{**

**printf("Socket Creation Unsuccessful\n");**

**}**

**else**

**{**

**printf("Socket Created Successfully.\nSFD : %d\n",sfd);**

**}**

**local.sin\_family = AF\_INET;**

**local.sin\_addr.s\_addr = INADDR\_ANY;**

**local.sin\_port = htons(PORT);**

**//BIND**

**int b=bind(sfd,(struct sockaddr \*)&local,sizeof(local));**

**if(b==-1)**

**{**

**printf("Bind Unsuccessful\n");**

**}**

**else**

**{**

**printf("Bind Successful\n");**

**}**

**char buffer[1024]={0};**

**int t=sizeof(address);**

**//RECVFROM**

**int a1 =recvfrom(sfd,buffer,1024,0,(struct sockaddr \*)&address,(socklen\_t \*)&t);**

**//ct=time(NULL);**

**if(a1==-1)**

**{**

**printf("Receive Unsuccessful\n");**

**}**

**else**

**{**

**printf("Receive Successful\n");**

**printf("Message : %s\n",buffer);**

**ct = time(NULL);**

**//char s=ctime(&ct);**

**if((strcmp("TIME",buffer))==0)**

**{**

**//printf("Current Time : %s\n",ctime(&ct));**

**sprintf(buffer,"%s",ctime(&ct));**

**//SENDTO**

**int b1=sendto(sfd,buffer,sizeof(buffer),0,(struct sockaddr \*)&address,sizeof(address));**

**if(b1==-1)**

**{**

**printf("Send Unsuccessful\n");**

**}**

**else**

**{**

**printf("Send Successful\n");**

**}**

**}**

**else**

**{**

**printf("Strings not equal\n");**

**}**

**}**

**//CLOSE**

**close(sfd);**

**}**

**time\_client.c**

**#include<stdio.h>**

**#include<stdlib.h>**

**#include<time.h>**

**#include<sys/socket.h>**

**#include<sys/types.h>**

**#include<string.h>**

**#include<errno.h>**

**#include<netinet/in.h>**

**#define PORT 6008**

**int main(int argc, char\*argv[])**

**{**

**int sfd;**

**time\_t ct;**

**//SOCKET CREATION**

**sfd=socket(AF\_INET,SOCK\_DGRAM,0);**

**struct sockaddr\_in local,remote;**

**if(sfd==0)**

**{**

**printf("Socket Creation Unsuccessful\n");**

**}**

**else**

**{**

**printf("Socket Created Successfully.\nSFD : %d\n",sfd);**

**}**

**local.sin\_family = AF\_INET;**

**local.sin\_addr.s\_addr = INADDR\_ANY;**

**local.sin\_port =atoi(argv[1]);**

**remote.sin\_family = AF\_INET;**

**remote.sin\_addr.s\_addr = INADDR\_ANY;**

**remote.sin\_port = htons(PORT);**

**//BIND**

**int b=bind(sfd,(struct sockaddr \*)&local,sizeof(local));**

**if(b==-1)**

**{**

**printf("Bind Unsuccessful\n");**

**}**

**else**

**{**

**printf("Bind Successful\n");**

**}**

**char buffer[1024]={0};**

**char s[20],buf[20];**

**strcpy(s,"TIME");**

**int r=sizeof(remote);**

**//SENDTO**

**int b1=sendto(sfd,s,sizeof(s),0,(struct sockaddr\*)&remote,r);**

**if(b1==-1)**

**{**

**printf("Send Unsuccessful\n");**

**}**

**else**

**{**

**printf("Send Successful\n");**

**}**

**int l=sizeof(local);**

**//RECVFROM**

**int a1=recvfrom(sfd,buffer,sizeof(buffer),0,(struct sockaddr\*)&local,(socklen\_t \*)&l);**

**if(a1==-1)**

**{**

**printf("Receive Unsuccessful\n");**

**}**

**else**

**{**

**printf("Receive Successful\n");**

**printf("%s\n",buffer);**

**}**

**//CLOSE**

**close(sfd);**

**}**

Implementation of Select system call

**#include<stdio.h>**

**#include<stdlib.h>**

**#include<errno.h>**

**#include<sys/types.h>**

**#include<sys/time.h>**

**int main(int argc, char \*argv[])**

**{**

**static struct timeval timeout;**

**if(argc!=3)**

**{**

**printf("\n Usage : %s <seconds> <microseconds>",argv[0]);**

**exit(0);**

**}**

**timeout.tv\_sec=atol(argv[1]);**

**timeout.tv\_usec=atol(argv[2]);**

**if(select(0,(fd\_set \*) 0,(fd\_set \*) 0,(fd\_set \*) 0,&timeout)<0)**

**{ perror("select"); exit(0); }**

**return 0;**

**}**

Implementation of getsockopt(), setsockopt() system calls.

**#include<stdio.h>**

**#include<stdlib.h>**

**#include<errno.h>**

**#include<string.h>**

**#include<sys/types.h>**

**#include<sys/socket.h>**

**#include<netinet/in.h>**

**#include<netinet/tcp.h>**

**int main()**

**{**

**int sockfd,maxseg,sendbuff,optlen;**

**sockfd = socket(AF\_INET,SOCK\_STREAM,0);**

**if( sockfd < 0 )**

**{ perror("socket"); exit(0); }**

**optlen=sizeof(maxseg);**

**if( getsockopt(sockfd,IPPROTO\_TCP,TCP\_MAXSEG,(char \*)&maxseg,&optlen) < 0 )**

**{ perror("getsockopt1"); exit(0); }**

**printf("\n TCP maxseg=%d",maxseg);**

**sendbuff=12324;**

**if(setsockopt(sockfd,SOL\_SOCKET,SO\_SNDBUF,(char \*)&sendbuff,sizeof(sendbuff))<0)**

**{ perror("setsockopt"); exit(0); }**

**optlen=sizeof(sendbuff);**

**if(getsockopt(sockfd,SOL\_SOCKET,SO\_SNDBUF,(char \*)&sendbuff,&optlen)<0)**

**{ perror("getsockopt2"); exit(0); }**

**printf("\n Send Buffer size=%d",sendbuff);**

**return 0;**

**}**

Implementation of getpeername() system call.

**Getpeername\_server.c**

**#include<stdio.h>**

**#include<unistd.h>**

**#include<string.h>**

**#include<stdlib.h>**

**#include<sys/types.h>**

**#include<sys/socket.h>**

**#include<netinet/in.h>**

**#include<netinet/tcp.h>**

**#include<errno.h>**

**int main( )**

**{**

**int s, s2, t, len;**

**struct sockaddr\_in local,rem;**

**char str[100];**

**s = socket(AF\_INET,SOCK\_STREAM,0);**

**if(s==-1)**

**{**

**perror("socket");**

**exit(1);**

**}**

**bzero((char\*)&local,sizeof(local));**

**local.sin\_family=AF\_INET;**

**local.sin\_port=htons(9247);**

**local.sin\_addr.s\_addr=inet\_addr("172.20.0.7");**

**if(bind(s,(struct sockaddr\*)&local,sizeof(local))==-1)**

**{ perror("bind");**

**exit(1);**

**}**

**if(listen(s,5)==-1)**

**{**

**perror("listen");**

**exit(1);**

**}**

**int done,n;**

**//printf("waiting for a connection....\n");**

**t=sizeof(rem);**

**s2=accept(s,(struct sockaddr\*)&rem,&t);**

**if(s2==-1)**

**{**

**perror("accept");**

**exit(1);**

**}**

**close(s2);**

**return 0;**

**}**

**Getpeername\_client.c**

**#include<stdio.h>**

**#include<stdlib.h>**

**#include<errno.h>**

**#include<string.h>**

**#include<sys/types.h>**

**#include<sys/socket.h>**

**#include<netinet/in.h>**

**int main()**

**{**

**int s;**

**struct sockaddr\_in server,addr;**

**socklen\_t len;**

**int port;**

**char ipstr[INET\_ADDRSTRLEN];**

**s=socket(AF\_INET,SOCK\_STREAM,0);**

**if(s==-1)**

**{**

**perror("socket");**

**exit(1);**

**}**

**server.sin\_family=AF\_INET;**

**inet\_aton("172.20.0.7",&server.sin\_addr);**

**server.sin\_port=htons(9247);**

**if(connect(s,(struct sockaddr\*)&server,sizeof(server))<0)**

**{**

**perror("connect");**

**exit(0);**

**}**

**len=sizeof(addr);**

**getpeername(s,(struct sockaddr \*)&addr,&len);**

**inet\_ntop(AF\_INET,&addr.sin\_addr,ipstr,sizeof(ipstr));**

**printf("peer IP address: %s\n", ipstr);**

**printf("peer port: %d\n",ntohs(addr.sin\_port));**

**return 0;**

**}**

Implementation of remote command execution using socket system calls.

**Remote\_server.c**

**#include<stdio.h>**

**#include<stdlib.h>**

**#include<sys/types.h>**

**#include<sys/socket.h>**

**#include<string.h>**

**#include<netinet/in.h>**

**#define MAX 1024**

**int main(int argc, char \*argv[])**

**{**

**int sockfd,addrlen,new,n;**

**char buff1[MAX];**

**struct sockaddr\_in serv\_addr,peer;**

**sockfd=socket(AF\_INET,SOCK\_STREAM,0);**

**if( sockfd == -1)**

**{ perror("Error in Server");**

**exit(1);**

**}**

**serv\_addr.sin\_family=AF\_INET;**

**serv\_addr.sin\_port=htons(atoi(argv[1]));**

**serv\_addr.sin\_addr.s\_addr=inet\_addr("172.20.0.7");**

**if( bind(sockfd,(struct sockaddr \*)&serv\_addr,sizeof(serv\_addr)) < 0 )**

**{ perror("Error in Server ");**

**exit(1);**

**}**

**if( listen(sockfd,5) < 0 )**

**{ perror("Error in Server ");**

**exit(1);**

**}**

**for( ; ; )**

**{**

**if( (new=accept(sockfd,(struct sockaddr \*)&peer,&addrlen)) < 0 )**

**{ perror("Error in Server");**

**exit(1);**

**}**

**if( (fork()) == 0 )**

**{**

**for( ; ; )**

**{**

**if( (n=read(new,buff1,MAX)) < 0 )**

**{ perror("Error in Server ");**

**exit(1); }**

**if( n == 0 )**

**break;**

**buff1[n]='\0'; // fflush(stdout);**

**if( !strcmp("exit",buff1) )**

**{ printf("\a\a server is exiting");**

**exit(1);**

**}**

**close(1);**

**if(dup(new)<0)**

**printf("\nserver: dup system call failure");**

**fflush(stdout);**

**system(buff1);**

**if((write(new,"\n",1))<0)**

**perror("write error");**

**}**

**}**

**close(new);**

**}**

**}**

**Remote\_client.c**

**#include <stdio.h>**

**#include <sys/types.h>**

**#include <sys/socket.h>**

**#include <netinet/in.h>**

**#include<stdlib.h>**

**#define MAX 1024**

**int main(int argc,char \*argv[])**

**{**

**int sockfd,addr\_len,n;**

**char buff1[MAX],buff2[MAX];**

**struct sockaddr\_in serv\_addr;**

**sockfd=socket(AF\_INET,SOCK\_STREAM,0);**

**if(sockfd==-1)**

**{ perror("Error in Client:");**

**exit(1);**

**}**

**serv\_addr.sin\_family=AF\_INET;**

**serv\_addr.sin\_port=htons(atoi(argv[1]));**

**serv\_addr.sin\_addr.s\_addr=inet\_addr("172.20.0.7");**

**if((connect(sockfd,(struct sockaddr \*)&serv\_addr,sizeof(serv\_addr)))<0)**

**{ perror("Error in Client: ");**

**exit(1);**

**}**

**fflush(stdout);**

**for( ; ; )**

**{**

**printf("\nEnter the command string: ");**

**fflush(stdout);**

**if( (n=read(0,buff1,MAX+1)) < 0 )**

**{ perror("Error in Client: ");**

**exit(1);**

**}**

**buff1[n]='\0';**

**if( (n=write(sockfd,buff1,n+1)) < 0 )**

**perror("Error in Client: ");**

**if( (bcmp("exit",buff1,4)) == 0 )**

**{ printf("\a\a Client is exiting...\n");**

**exit(1);**

**}**

**sleep(1);**

**if((n=read(sockfd,buff2,MAX))<0)**

**{ perror("Error in Client: ");**

**exit(1);**

**}**

**buff2[n]='\0';**

**if(write(1,buff2,n+1)<0)**

**perror("Client:Write by client ot the screen");**

**}**

**return 0;**

**}**

**Output:**

**(Server side)**

[it16-107@localhost np]$ vi systemserver.c

[it16-107@localhost np]$ gcc systemserver.c -o ser

(Compile client now)

(After compiling there run this)

[it16-107@localhost np]$ ./ser 6666

write error: Connection reset by peer

**output:**

**(Client side)**

login as: it16-107

it16-107@172.20.0.7's password:

Last login: Mon Aug 4 10:33:59 2008 from 172.20.7.181

[it16-107@localhost ~]$ cd np

[it16-107@localhost np]$ clear

[it16-107@localhost np]$ vi systemclient.c

[it16-107@localhost np]$ gcc systemclient.c -o cli

(Run this after running client code)

[it16-107@localhost np]$ ./cli 6666

Enter the command string: ls

a

a.out

c

cli

echoclient.c

echoserver.c

getpeernameclient.c

getpeernameserver.c

getsetsockopt.c

rc

remoteclient.c

remoteserver.c

rs

RSA.class

rsa.java

RSA.java

s

select.c

ser

sl

systemclient.c

systemserver.c

tc

tcpclient.c

tcpconcurrentclient.c

tcpconcurrentserver.c

tcpserver.c

ts

udoclient.c

udpserver.c

Enter the command string: pwd

/home/it16/it16-107/np

Enter the command string: pstree

init-+-NetworkManager

|-abrt-dump-oops

|-abrtd

|-acpid

|-atd

|-automount---4\*[{automount}]

|-avahi-daemon---avahi-daemon

|-bonobo-activati---{bonobo-activat}

|-certmonger

|-console-kit-dae---63\*[{console-kit-da}]

|-crond

|-cupsd

|-2\*[dbus-daemon---{dbus-daemon}]

|-dbus-launch

|-devkit-power-da

|-dnsmasq

|-gconfd-2

|-gdm-binary---gdm-simple-slav-+-Xorg

| |-gdm-session-wor

| `-gnome-session-+-at-s pi-registry

| |-gdm- simple-gree

| |-gnom e-power-man

| |-meta city

| |-polk it-gnome-au

| `-{gno me-session}

|-gnome-settings----{gnome-settings}

|-gvfsd

|-hald---hald-runner-+-hald-addon-acpi

|

Enter the command string: exit

Client is exiting...

**SIMPLE HTTP SERVER PROGRAM**

**import** java.io.IOException;

**import** java.net.ServerSocket;

**import** java.net.Socket;

**import** java.util.Date;

**public** **class** SimpleHTTPServer

{

**public** **static** **void** main(String args[]) **throws** IOException

{

ServerSocket server = **new** ServerSocket(8080);

System.***out***.println("Listening for connection on port 8080 ....");

**while** (**true**)

{

**try** (Socket socket = server.accept())

{

Date today = **new** Date();

String httpResponse = "HTTP/1.1 200 OK\r\n\r\n" + today;

socket.getOutputStream().write(httpResponse.getBytes("UTF-8"));

}

}

}

}
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**FTP Server**

**package** ftpserver;

**import** java.io.DataInputStream;

**import** java.io.FileOutputStream;

**import** java.io.IOException;

**import** java.net.ServerSocket;

**import** java.net.Socket;

**public** **class** ftpserver **extends** Thread {

**private** ServerSocket ss;

/\* creating socket for communication\*/

**public** ftpserver(**int** port) {

**try** {

ss = **new** ServerSocket(port);

} **catch** (IOException e) {

e.printStackTrace();

}

}

/\* thread.run() method basically used to run thread class\*/

**public** **void** run() {

**while** (**true**) {

**try** {

Socket clientSock = ss.accept();// to bind the ip adress and port no

saveFile(clientSock);

} **catch** (IOException e) {

e.printStackTrace();

}

}

}

/\* file handling or input calling methods we r using\*/

**private** **void** saveFile(Socket clientSock) **throws** IOException {

DataInputStream dis = **new** DataInputStream(clientSock.getInputStream());

FileOutputStream fos = **new** FileOutputStream("sample.txt");

**byte**[] buffer = **new** **byte**[4096];

**int** filesize = 777777; // insert the file size depend upon the file

**int** read = 0;

**int** totalRead = 0;

**int** remaining = filesize;

**while**((read = dis.read(buffer, 0, Math.*min*(buffer.length, remaining))) > 0) {

totalRead += read;

remaining -= read;

System.***out***.println("read " + totalRead + " bytes.");

fos.write(buffer, 0, read);

}

fos.close();

dis.close();

}

**public** **static** **void** main(String[] args) {

ftpserver fs = **new** ftpserver(4000);

fs.start();

}

}

**FTP CLIENT**

**package** ftpclient;

/\* ftp client program \*/

**import** java.io.DataOutputStream;

**import** java.io.FileInputStream;

**import** java.io.IOException;

**import** java.net.Socket;

**public** **class** ftpclient {

**private** Socket s;

/\*accepting ip add $ port no $ file name\*/

**public** ftpclient(String host, **int** port, String file) {

**try** {

s = **new** Socket(host, port);

sendFile(file);

} **catch** (Exception e) {

e.printStackTrace();

}

}

**public** **void** sendFile(String file) **throws** IOException {

DataOutputStream dos = **new** DataOutputStream(s.getOutputStream());

FileInputStream fis = **new** FileInputStream(file);

**byte**[] buffer = **new** **byte**[4096];

**while** (fis.read(buffer) > 0) {

dos.write(buffer);

}

fis.close();

dos.close();

}

**public** **static** **void** main(String[] args) {

ftpclient fc = **new** ftpclient("localhost", 4000, "hello.txt");//arguments to pass about file

}

}
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![](data:image/png;base64,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)

DVR :

import java.io.\*;  
public class DVR   
{  
 static int graph[][];  
 static int via[][];  
 static int rt[][];  
 static int v;  
 static int e;  
  
 public static void main(String args[]) throws IOException  
 {  
 BufferedReader br = new BufferedReader(new InputStreamReader(System.in));  
   
 System.out.println("Please enter the number of Vertices: ");  
 v = Integer.parseInt(br.readLine());  
   
 System.out.println("Please enter the number of Edges: ");  
 e = Integer.parseInt(br.readLine());  
   
 graph = new int[v][v];  
 via = new int[v][v];  
 rt = new int[v][v];  
 for(int i = 0; i < v; i++)  
 for(int j = 0; j < v; j++)  
 {  
 if(i == j)  
 graph[i][j] = 0;  
 else  
 graph[i][j] = 9999;  
 }  
   
 for(int i = 0; i < e; i++)  
 {  
 System.out.println("Please enter data for Edge " + (i + 1) + ":");  
 System.out.print("Source: ");  
 int s = Integer.parseInt(br.readLine());  
 s--;  
 System.out.print("Destination: ");  
 int d = Integer.parseInt(br.readLine());  
 d--;  
 System.out.print("Cost: ");  
 int c = Integer.parseInt(br.readLine());  
 graph[s][d] = c;  
 graph[d][s] = c;  
 }  
   
 dvr\_calc\_disp("The initial Routing Tables are: ");  
   
 System.out.print("Please enter the Source Node for the edge whose cost has changed: ");  
 int s = Integer.parseInt(br.readLine());  
 s--;  
 System.out.print("Please enter the Destination Node for the edge whose cost has changed: ");  
 int d = Integer.parseInt(br.readLine());  
 d--;  
 System.out.print("Please enter the new cost: ");  
 int c = Integer.parseInt(br.readLine());  
 graph[s][d] = c;  
 graph[d][s] = c;  
   
 dvr\_calc\_disp("The new Routing Tables are: ");  
 }  
   
 static void dvr\_calc\_disp(String message)  
 {  
 System.out.println();  
 init\_tables();  
 update\_tables();  
 System.out.println(message);  
 print\_tables();  
 System.out.println();  
 }  
   
 static void update\_table(int source)  
 {  
 for(int i = 0; i < v; i++)  
 {  
 if(graph[source][i] != 9999)  
 {  
 int dist = graph[source][i];  
 for(int j = 0; j < v; j++)  
 {  
 int inter\_dist = rt[i][j];  
 if(via[i][j] == source)  
 inter\_dist = 9999;  
 if(dist + inter\_dist < rt[source][j])  
 {  
 rt[source][j] = dist + inter\_dist;  
 via[source][j] = i;  
 }  
 }  
 }  
 }  
 }  
   
 static void update\_tables()  
 {  
 int k = 0;  
 for(int i = 0; i < 4\*v; i++)  
 {  
 update\_table(k);  
 k++;  
 if(k == v)  
 k = 0;  
 }  
 }  
   
 static void init\_tables()  
 {  
 for(int i = 0; i < v; i++)  
 {  
 for(int j = 0; j < v; j++)  
 {  
 if(i == j)  
 {  
 rt[i][j] = 0;  
 via[i][j] = i;  
 }  
 else  
 {  
 rt[i][j] = 9999;  
 via[i][j] = 100;  
 }  
 }  
 }  
 }  
   
 static void print\_tables()  
 {  
 for(int i = 0; i < v; i++)  
 {  
 for(int j = 0; j < v; j++)  
 {  
 System.out.print("Dist: " + rt[i][j] + " ");  
 }  
 System.out.println();  
 }  
 }  
   
}  
output:-  
Please enter the number of Vertices:   
4  
Please enter the number of Edges:   
5  
Please enter data for Edge 1:  
Source: 1  
Destination: 2  
Cost: 1  
Please enter data for Edge 2:  
Source: 1  
Destination: 3  
Cost: 3  
Please enter data for Edge 3:  
Source: 2  
Destination: 3  
Cost: 1  
Please enter data for Edge 4:  
Source: 2  
Destination: 4  
Cost: 1  
Please enter data for Edge 5:  
Source: 3  
Destination: 4  
Cost: 4  
  
The initial Routing Tables are:   
Dist: 0 Dist: 1 Dist: 2 Dist: 2   
Dist: 1 Dist: 0 Dist: 1 Dist: 1   
Dist: 2 Dist: 1 Dist: 0 Dist: 2   
Dist: 2 Dist: 1 Dist: 2 Dist: 0   
  
Please enter the Source Node for the edge whose cost has changed: 2  
Please enter the Destination Node for the edge whose cost has changed: 4  
Please enter the new cost: 10  
  
The new Routing Tables are:   
Dist: 0 Dist: 1 Dist: 2 Dist: 6   
Dist: 1 Dist: 0 Dist: 1 Dist: 5   
Dist: 2 Dist: 1 Dist: 0 Dist: 4   
Dist: 6 Dist: 5 Dist: 4 Dist: 0   
--------------------------------

RSA:

import java.io.DataInputStream;  
import java.io.IOException;  
import java.math.BigInteger;  
import java.util.Random;  
   
public class RSA  
{  
 private BigInteger p;  
 private BigInteger q;  
 private BigInteger N;  
 private BigInteger phi;  
 private BigInteger e;  
 private BigInteger d;  
 private int bitlength = 1024;  
 private Random r;  
   
 public RSA()  
 {  
 r = new Random();  
 p = BigInteger.probablePrime(bitlength, r);  
 q = BigInteger.probablePrime(bitlength, r);  
 N = p.multiply(q);  
 phi = p.subtract(BigInteger.ONE).multiply(q.subtract(BigInteger.ONE));  
 e = BigInteger.probablePrime(bitlength / 2, r);  
 while (phi.gcd(e).compareTo(BigInteger.ONE) > 0 && e.compareTo(phi) < 0)  
 {  
 e.add(BigInteger.ONE);  
 }  
 d = e.modInverse(phi);  
 }  
   
 public RSA(BigInteger e, BigInteger d, BigInteger N)  
 {  
 this.e = e;  
 this.d = d;  
 this.N = N;  
 }  
   
 @SuppressWarnings("deprecation")  
 public static void main(String[] args) throws IOException  
 {  
 RSA rsa = new RSA();  
 DataInputStream in = new DataInputStream(System.in);  
 String teststring;  
 System.out.println("Enter the plain text:");  
 teststring = in.readLine();  
 System.out.println("Encrypting String: " + teststring);  
 System.out.println("String in Bytes: "  
 + bytesToString(teststring.getBytes()));  
 // encrypt  
 byte[] encrypted = rsa.encrypt(teststring.getBytes());  
 // decrypt  
 byte[] decrypted = rsa.decrypt(encrypted);  
 System.out.println("Decrypting Bytes: " + bytesToString(decrypted));  
 System.out.println("Decrypted String: " + new String(decrypted));  
 }  
   
 private static String bytesToString(byte[] encrypted)  
 {  
 String test = "";  
 for (byte b : encrypted)  
 {  
 test += Byte.toString(b);  
 }  
 return test;  
 }  
   
 // Encrypt message  
 public byte[] encrypt(byte[] message)  
 {  
 return (new BigInteger(message)).modPow(e, N).toByteArray();  
 }  
   
 // Decrypt message  
 public byte[] decrypt(byte[] message)  
 {  
 return (new BigInteger(message)).modPow(d, N).toByteArray();  
 }  
}

**SMTP:**

import java.util.Properties;

import javax.mail.Message;

import javax.mail.MessagingException;

import javax.mail.PasswordAuthentication;

import javax.mail.Session;

import javax.mail.Transport;

import javax.mail.internet.InternetAddress;

import javax.mail.internet.MimeMessage;

public class Smtpmail

{

public static void main(String[] args) {

// Recipient's email ID needs to be mentioned.

String to = "";//put your sending mail id

// Sender's email ID needs to be mentioned

String from = "";//change accordingly

final String username = "";//keep as it is

final String password = "";//keep as it is

// Assuming you are sending email through relay.jangosmtp.net

String host = "smtp.gmail.com";

Properties props = new Properties();

props.put("mail.smtp.auth", "true");

props.put("mail.smtp.starttls.enable", "true");

props.put("mail.smtp.host", host);

props.put("mail.smtp.port", "587");

// Get the Session object.(to maintain session and to get object)

Session session = Session.getInstance(props,

new javax.mail.Authenticator() {

protected PasswordAuthentication getPasswordAuthentication() {

return new PasswordAuthentication(username, password);

}

});

try {

// Create a default MimeMessage object.

Message message = new MimeMessage(session);

// Set From:

message.setFrom(new InternetAddress(from));

// Set To:

message.setRecipients(Message.RecipientType.TO,

InternetAddress.parse(to));

// Set Subject

message.setSubject("Testing Subject");

// The actual message

message.setText("Hello, this is sample to check mail "

+ "from ith2 cbit 3/4 ");

// Send message

Transport.send(message);

System.out.println("Sent message successfully....");

} catch (MessagingException e) {

throw new RuntimeException(e);

}

}

}

Output:

1. Open eclipse or netbeans, if it is netbeans. Follow these steps:

1.File->New Project->(S elect category as Java and Projects as Java application)-> Give project name->Finish

2.Right click on the created project->Properties->Libraries->add jar files downloaded from the following links and the jar files are present in these folders under lib folder.

mail.jar:

http://www.oracle.com/technetwork/java/javasebusiness/downloads/java-archive-downloads-eeplat-419426.html#javamail-1.4.5-oth-JPR

activation.jar:

<http://www.oracle.com/technetwork/java/javasebusiness/downloads/java-archive-downloads-java-plat-419418.html#jaf-1.1.1-fcs-oth-JPR>

3.Open the link and turn on less secure apps authentication:

https://www.google.com/settings/security/lesssecureapps

.Now run the above code

(Note that the username is the from email address and obviously from address, to address and sender’s password should be given to the strings in the above program before running)